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Abstract. Object-oriented language concepts have been highly successful, resulting in a large number of object-oriented languages and language extensions. Unfortunately, formal methods for defining and reasoning about these languages are still often performed after the fact, potentially resulting in ambiguous, overly complex, or poorly understood language features. We believe it is important to bring the use of formal techniques forward in this process, using them as an aid to language design and evolution. To this end, we propose a set of tools and techniques, making use of rewriting logic, to provide an interactive environment for the design and evolution of object-oriented languages, while also providing a solid mathematical foundation for language analysis and verification.
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1 Problem Description

Object-oriented languages and design techniques have been highly successful, with OO languages now used for many important applications in academia and industry. Along with commonly-used static languages, such as Java and C++, there has been a resurgence in the use of dynamic languages, such as Python, and domain-specific languages, often built on top of existing OO languages. This has led to a flurry of research activity related both to the design and formal definition of object-oriented languages and to methods of testing and analyzing programs.

Unfortunately, even as object-oriented languages are used in more and more critical applications, formal techniques for understanding these languages are still often post-hoc attempts to provide some formal meaning to already existing language implementations. This decoupling of language design from language semantics risks allowing features which seem straightforward on paper, but are actually ambiguous or complex in practice, into the language. Some practical examples of this arose in the various designs of generics in Java, where interactions between the generics mechanism, the type system, and the package-based visibility system led to some subtle errors[2]; other ambiguities in Java have also
been documented [3]. Decoupling also makes analysis more difficult, since the meaning of the language often becomes defined by either a large, potentially ambiguous written definition or an implementation, which may be a black box.

With this in mind, it seems highly desirable to provide support for formal definitions of languages during the process of language design and evolution. However, existing formal tools are often not suitable to defining the entirety of a complex language, which leads directly to their delayed use. Language definitions based around structural operational semantics [21] and natural semantics [14] both lead to natural methods for executing programs and creating supporting tools [1], but both face limitations in supporting complex control flow features, modularity, and (with natural semantics) concurrency [19]. Modular Structural Operational Semantics [20] is an attempt to improve modularity of definitions, but is still limited by difficulty in supporting some control flow constructs. Reduction semantics [8] provides strong support for complex control flow, but currently has limited tool support with little focus on language analysis beyond typing. Denotational methods have been created to improve modularity [18], but can be quite complex, especially when dealing with concurrency. Current rewriting-based methods provide powerful tool support [23, 17] and can be conceptually simpler, but can be verbose and non-modular. A formal framework, concise, modular, and broadly usable, providing support for defining even complex language features, while providing tools for language interpretation and analysis, is thus critical to opening up the use of formal techniques during language design.

2 Goal Statement

The goal of our research is to provide an environment for the design and evolution of programming languages that is based on a solid formal foundation. This environment should be flexible enough to define the complexities of real languages, such as Smalltalk, Java, Python, or Beta, with support for the rapid prototyping of new languages and language features. Definitions should be formal, executable, and modular, allowing the user to define new features and immediately test them on actual programs. Analysis should also be easily supported, providing the ability to check existing programs and to ensure that new language features (especially those related to areas like concurrency, which can have unexpected interactions with other language features) work as expected.

Overall, we expect our research to produce: a framework for the modular definition of languages, including a number of pre-defined language modules; definitions of multiple new and existing languages, available as the basis for language extensions and as example definitions; graphical tools for joining together language modules and animating the execution of the semantics (actual program execution, typing, abstract interpretation, etc); and translations into various runtime environments for the execution and analysis of programs using the defined language semantics. We believe this framework, with the associated tools and definitions, can help make formal techniques useful not only for post-hoc studies of languages, but also during the language design process, providing formal definitions as a natural part of language design and evolution.
3 Approach

A Framework for Language Definition: Our work on programming languages has focused mainly on the use of rewriting logic [16, 15], a logic of computation that supports concurrency. While we believe rewriting logic, in combination with engines such as Maude [5, 6], is a compelling solution for defining and reasoning about languages [17], the generality of rewriting logic can sometimes lead to verbose, non-modular language definitions [22]. To exploit the strengths of rewriting logic, while ameliorating some of the weaknesses, we have begun work on K, a domain-specific variant of rewriting logic focused on defining programming languages [22]. K is specifically being designed to provide for concise, modular definitions of languages, written in an intuitive style. Initial versions of K have been used in the classroom and to define portions of Java and an experimental object-oriented language named KOOL [4, 11].

Defining and Evolving Object-Oriented Languages: An important test of our techniques is to define and experiment with actual object-oriented languages. This has been done both using K and directly in rewriting logic. One result has been the KOOL language, a dynamic, concurrent, object-oriented language [12], designed specifically to experiment with a variety of language extensions. Other work has resulted in an initial rewriting logic definition of Beta [9] and definitions of Java [7] and JVM bytecode [7]. We plan to extend this work, not only defining languages but also building libraries of language features, while using the feedback from this process to improve the K framework.

Tool Support: To make the K framework and associated language definition techniques widely useful, we plan to develop tools to support language design, analysis, and execution. We have done some initial work on how language design decisions impact analysis performance [13], and our work on KOOL [12] provided an interesting example of how analysis can be used to check that language features work as expected. Other initial work has demonstrated the promise of translating language definitions in K into executable form [10]. Additional work will involve developing a user interface for working with K definitions and animation tools to visualize the workings of the language semantics, with further work on translations directly from K to Maude and various target languages.
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